# Fundamentals

## Tour of Heroes App: Get data from a server

In this tutorial, you'll add the following data persistence features with help from Angular's [HttpClient](https://angular.io/api/common/http/HttpClient).

* The HeroService gets hero data with HTTP requests.
* Users can add, edit, and delete heroes and save these changes over HTTP.
* Users can search for heroes by name.

When you're done with this page, the app should look like this [live example](https://angular.io/generated/live-examples/toh-pt6/stackblitz.html) / [download example](https://angular.io/generated/zips/toh-pt6/toh-pt6.zip).

## Enable HTTP services

[HttpClient](https://angular.io/api/common/http/HttpClient) is Angular's mechanism for communicating with a remote server over HTTP.

Make [HttpClient](https://angular.io/api/common/http/HttpClient) available everywhere in the app in two steps. First, add it to the root AppModule by importing it:

src/app/app.module.ts (HttpClientModule import)

content\_copyimport { [HttpClientModule](https://angular.io/api/common/http/HttpClientModule) } from '@angular/common/[http](https://angular.io/api/common/http)';

Next, still in the AppModule, add [HttpClient](https://angular.io/api/common/http/HttpClient) to the imports array:

src/app/app.module.ts (imports array excerpt)

content\_copy@[NgModule](https://angular.io/api/core/NgModule)({

imports: [

[HttpClientModule](https://angular.io/api/common/http/HttpClientModule),

],

})

## Simulate a data server

This tutorial sample mimics communication with a remote data server by using the [In-memory Web API](https://github.com/angular/in-memory-web-api) module.

After installing the module, the app will make requests to and receive responses from the [HttpClient](https://angular.io/api/common/http/HttpClient) without knowing that the In-memory Web API is intercepting those requests, applying them to an in-memory data store, and returning simulated responses.

By using the In-memory Web API, you won't have to set up a server to learn about [HttpClient](https://angular.io/api/common/http/HttpClient).

**Important:** the In-memory Web API module has nothing to do with HTTP in Angular.

If you're just reading this tutorial to learn about [HttpClient](https://angular.io/api/common/http/HttpClient), you can [skip over](https://angular.io/tutorial/toh-pt6#import-heroes) this step. If you're coding along with this tutorial, stay here and add the In-memory Web API now.

Install the In-memory Web API package from npm with the following command:

content\_copynpm install angular-in-memory-web-api --save

In the AppModule, import the HttpClientInMemoryWebApiModule and the InMemoryDataService class, which you will create in a moment.

src/app/app.module.ts (In-memory Web API imports)

content\_copyimport { HttpClientInMemoryWebApiModule } from 'angular-in-memory-web-api';

import { InMemoryDataService } from './in-memory-data.service';

After the [HttpClientModule](https://angular.io/api/common/http/HttpClientModule), add the HttpClientInMemoryWebApiModule to the AppModule imports array and configure it with the InMemoryDataService.

src/app/app.module.ts (imports array excerpt)

content\_copy[HttpClientModule](https://angular.io/api/common/http/HttpClientModule),

// The HttpClientInMemoryWebApiModule module intercepts HTTP requests

// and returns simulated server responses.

// Remove it when a real server is ready to receive requests.

HttpClientInMemoryWebApiModule.forRoot(

InMemoryDataService, { dataEncapsulation: false }

)

The [forRoot()](https://angular.io/api/router/RouterModule#forRoot) configuration method takes an InMemoryDataService class that primes the in-memory database.

Generate the class src/app/in-memory-data.service.ts with the following command:

content\_copyng generate service InMemoryData

Replace the default contents of in-memory-data.service.ts with the following:

src/app/in-memory-data.service.ts

content\_copyimport { InMemoryDbService } from 'angular-in-memory-web-api';

import { Hero } from './hero';

import { [Injectable](https://angular.io/api/core/Injectable) } from '@angular/core';

@[Injectable](https://angular.io/api/core/Injectable)({

[providedIn](https://angular.io/api/core/Injectable#providedIn): 'root',

})

export class InMemoryDataService implements InMemoryDbService {

createDb() {

const heroes = [

{ id: 11, name: 'Dr Nice' },

{ id: 12, name: 'Narco' },

{ id: 13, name: 'Bombasto' },

{ id: 14, name: 'Celeritas' },

{ id: 15, name: 'Magneta' },

{ id: 16, name: 'RubberMan' },

{ id: 17, name: 'Dynama' },

{ id: 18, name: 'Dr IQ' },

{ id: 19, name: 'Magma' },

{ id: 20, name: 'Tornado' }

];

return {heroes};

}

// Overrides the genId method to ensure that a hero always has an id.

// If the heroes array is empty,

// the method below returns the initial number (11).

// if the heroes array is not empty, the method below returns the highest

// hero id + 1.

genId(heroes: Hero[]): number {

return heroes.length > 0 ? Math.max(...heroes.map(hero => hero.id)) + 1 : 11;

}

}

The in-memory-data.service.ts file replaces mock-heroes.ts, which is now safe to delete.

When the server is ready, you'll detach the In-memory Web API, and the app's requests will go through to the server.

## Heroes and HTTP

In the HeroService, import [HttpClient](https://angular.io/api/common/http/HttpClient) and [HttpHeaders](https://angular.io/api/common/http/HttpHeaders):

src/app/hero.service.ts (import HTTP symbols)

content\_copyimport { [HttpClient](https://angular.io/api/common/http/HttpClient), [HttpHeaders](https://angular.io/api/common/http/HttpHeaders) } from '@angular/common/[http](https://angular.io/api/common/http)';

Still in the HeroService, inject [HttpClient](https://angular.io/api/common/http/HttpClient) into the constructor in a private property called [http](https://angular.io/api/common/http).

src/app/hero.service.ts

content\_copyconstructor(

private [http](https://angular.io/api/common/http): [HttpClient](https://angular.io/api/common/http/HttpClient),

private messageService: MessageService) { }

Notice that you keep injecting the MessageService but since you'll call it so frequently, wrap it in a private [log](https://angular.io/api/animations/browser/testing/MockAnimationDriver#log)() method:

src/app/hero.service.ts

content\_copy/\*\* Log a HeroService [message](https://angular.io/api/common/http/HttpErrorResponse#message) with the MessageService \*/

private [log](https://angular.io/api/animations/browser/testing/MockAnimationDriver#log)([message](https://angular.io/api/common/http/HttpErrorResponse#message): string) {

this.messageService.add(`HeroService: ${[message](https://angular.io/api/common/http/HttpErrorResponse#message)}`);

}

Define the heroesUrl of the form :base/:collectionName with the address of the heroes resource on the server. Here base is the resource to which requests are made, and collectionName is the heroes data object in the in-memory-data-service.ts.

src/app/hero.service.ts

content\_copyprivate heroesUrl = 'api/heroes'; // [URL](https://angular.io/api/core/SecurityContext#URL) to web api

### Get heroes with [HttpClient](https://angular.io/api/common/http/HttpClient)

The current HeroService.getHeroes() uses the RxJS of() function to return an array of mock heroes as an Observable<Hero[]>.

src/app/hero.service.ts (getHeroes with RxJs 'of()')

content\_copygetHeroes(): Observable<Hero[]> {

return of(HEROES);

}

Convert that method to use [HttpClient](https://angular.io/api/common/http/HttpClient) as follows:

src/app/hero.service.ts

content\_copy/\*\* GET heroes from the server \*/

getHeroes (): Observable<Hero[]> {

return this.http.get<Hero[]>(this.heroesUrl)

}

Refresh the browser. The hero data should successfully load from the mock server.

You've swapped of() for http.get() and the app keeps working without any other changes because both functions return an Observable<Hero[]>.

### [HttpClient](https://angular.io/api/common/http/HttpClient) methods return one value

All [HttpClient](https://angular.io/api/common/http/HttpClient) methods return an RxJS Observable of something.

HTTP is a request/response protocol. You make a request, it returns a single response.

In general, an observable can return multiple values over time. An observable from [HttpClient](https://angular.io/api/common/http/HttpClient) always emits a single value and then completes, never to emit again.

This particular [HttpClient.get()](https://angular.io/api/common/http/HttpClient#get) call returns an Observable<Hero[]>; that is, "an observable of hero arrays". In practice, it will only return a single hero array.

### [HttpClient.get()](https://angular.io/api/common/http/HttpClient#get) returns response data

[HttpClient.get()](https://angular.io/api/common/http/HttpClient#get) returns the body of the response as an untyped JSON object by default. Applying the optional type specifier, <Hero[]> , adds TypeScript capabilities, which reduce errors during compile time.

The server's data API determines the shape of the JSON data. The Tour of Heroes data API returns the hero data as an array.

Other APIs may bury the data that you want within an object. You might have to dig that data out by processing the Observable result with the RxJS [map()](https://angular.io/api/core/QueryList#map) operator.

Although not discussed here, there's an example of [map()](https://angular.io/api/core/QueryList#map) in the getHeroNo404() method included in the sample source code.

### Error handling

Things go wrong, especially when you're getting data from a remote server. The HeroService.getHeroes() method should catch errors and do something appropriate.

To catch errors, you **"pipe" the observable** result from http.get() through an RxJS catchError() operator.

Import the catchError symbol from rxjs/operators, along with some other operators you'll need later.

src/app/hero.service.ts

content\_copyimport { catchError, map, tap } from 'rxjs/operators';

Now extend the observable result with the pipe() method and give it a catchError() operator.

src/app/hero.service.ts

content\_copygetHeroes (): Observable<Hero[]> {

return this.http.get<Hero[]>(this.heroesUrl)

.pipe(

catchError(this.handleError<Hero[]>('getHeroes', []))

);

}

The catchError() operator intercepts an Observable**that failed**. It passes the error an error handler that can do what it wants with the error.

The following [handleError()](https://angular.io/api/core/ErrorHandler#handleError) method reports the error and then returns an innocuous result so that the application keeps working.

#### handleError

The following [handleError()](https://angular.io/api/core/ErrorHandler#handleError) will be shared by many HeroService methods so it's generalized to meet their different needs.

Instead of handling the error directly, it returns an error handler function to catchError that it has configured with both the name of the operation that failed and a safe return value.

src/app/hero.service.ts

content\_copy/\*\*

\* Handle Http operation that failed.

\* Let the app continue.

\* @param operation - name of the operation that failed

\* @param result - [optional](https://angular.io/api/animations/AnimationQueryOptions#optional) value to return as the observable result

\*/

private handleError<T> (operation = 'operation', result?: T) {

return (error: any): Observable<T> => {

// TODO: send the error to remote logging infrastructure

console.error(error); // [log](https://angular.io/api/animations/browser/testing/MockAnimationDriver#log) to console instead

// TODO: better job of transforming error for user consumption

this.log(`${operation} failed: ${error.message}`);

// Let the app keep running by returning an empty result.

return of(result as T);

};

}

After reporting the error to the console, the handler constructs a user friendly message and returns a safe value to the app so the app can keep working.

Because each service method returns a different kind of Observable result, [handleError()](https://angular.io/api/core/ErrorHandler#handleError) takes a type parameter so it can return the safe value as the type that the app expects.

### Tap into the Observable

The HeroService methods will **tap** into the flow of observable values and send a message, via the [log](https://angular.io/api/animations/browser/testing/MockAnimationDriver#log)() method, to the message area at the bottom of the page.

They'll do that with the RxJS tap() operator, which looks at the observable values, does something with those values, and passes them along. The tap() call back doesn't touch the values themselves.

Here is the final version of getHeroes() with the tap() that logs the operation.

src/app/hero.service.ts

content\_copy/\*\* GET heroes from the server \*/

getHeroes (): Observable<Hero[]> {

return this.http.get<Hero[]>(this.heroesUrl)

.pipe(

tap([\_](https://angular.io/) => this.log('fetched heroes')),

catchError(this.handleError<Hero[]>('getHeroes', []))

);

}

### Get hero by id

Most web APIs support a get by id request in the form :baseURL/:id.

Here, the base URL is the heroesURL defined in the [Heroes and HTTP](https://angular.io/tutorial/toh-pt6#heroes-and-http) section (api/heroes) and id is the number of the hero that you want to retrieve. For example, api/heroes/11.

Update the HeroService getHero() method with the following to make that request:

src/app/hero.service.ts

content\_copy/\*\* GET hero by id. Will 404 if id not found \*/

getHero(id: number): Observable<Hero> {

const url = `${this.heroesUrl}/${id}`;

return this.http.get<Hero>(url).pipe(

tap([\_](https://angular.io/) => this.log(`fetched hero id=${id}`)),

catchError(this.handleError<Hero>(`getHero id=${id}`))

);

}

There are three significant differences from getHeroes():

* getHero() constructs a request URL with the desired hero's id.
* The server should respond with a single hero rather than an array of heroes.
* getHero() returns an Observable<Hero> ("an observable of Hero objects") rather than an observable of hero arrays .

## Update heroes

Edit a hero's name in the hero detail view. As you type, the hero name updates the heading at the top of the page. But when you click the "go back button", the changes are lost.

If you want changes to persist, you must write them back to the server.

At the end of the hero detail template, add a save button with a click event binding that invokes a new component method named save().

src/app/hero-detail/hero-detail.component.html (save)

content\_copy<button (click)="save()">save</button>

In the HeroDetail component class, add the following save() method, which persists hero name changes using the hero service updateHero() method and then navigates back to the previous view.

src/app/hero-detail/hero-detail.component.ts (save)

content\_copysave(): void {

this.heroService.updateHero(this.hero)

.subscribe(() => this.goBack());

}

#### Add HeroService.updateHero()

The overall structure of the updateHero() method is similar to that of getHeroes(), but it uses http.put() to persist the changed hero on the server. Add the following to the HeroService.

src/app/hero.service.ts (update)

content\_copy/\*\* PUT: [update](https://angular.io/api/forms/NgModel#update) the hero on the server \*/

updateHero (hero: Hero): Observable<any> {

return this.http.put(this.heroesUrl, hero, this.httpOptions).pipe(

tap([\_](https://angular.io/) => this.log(`updated hero id=${hero.id}`)),

catchError(this.handleError<any>('updateHero'))

);

}

The [HttpClient.put()](https://angular.io/api/common/http/HttpClient#put) method takes three parameters:

* the URL
* the data to update (the modified hero in this case)
* options

The URL is unchanged. The heroes web API knows which hero to update by looking at the hero's id.

The heroes web API expects a special header in HTTP save requests. That header is in the httpOptions constant defined in the HeroService. Add the following to the HeroService class.

src/app/hero.service.ts

content\_copyhttpOptions = {

headers: new [HttpHeaders](https://angular.io/api/common/http/HttpHeaders)({ 'Content-Type': 'application/json' })

};

Refresh the browser, change a hero name and save your change. The save() method in HeroDetailComponent navigates to the previous view. The hero now appears in the list with the changed name.

## Add a new hero

To add a hero, this app only needs the hero's name. You can use an <input> element paired with an add button.

Insert the following into the HeroesComponent template, just after the heading:

src/app/heroes/heroes.component.html (add)

content\_copy<div>

<label>Hero name:

<input #heroName />

</label>

<!-- (click) passes input value to add() and then clears the input -->

<button (click)="add(heroName.value); heroName.value=''">

add

</button>

</div>

In response to a click event, call the component's click handler, add(), and then clear the input field so that it's ready for another name. Add the following to the HeroesComponent class:

src/app/heroes/heroes.component.ts (add)

content\_copyadd(name: string): void {

name = name.trim();

if (!name) { return; }

this.heroService.addHero({ name } as Hero)

.subscribe(hero => {

this.heroes.push(hero);

});

}

When the given name is non-blank, the handler creates a Hero-like object from the name (it's only missing the id) and passes it to the services addHero() method.

When addHero() saves successfully, the subscribe() callback receives the new hero and pushes it into to the heroes list for display.

Add the following addHero() method to the HeroService class.

src/app/hero.service.ts (addHero)

content\_copy/\*\* POST: add a new hero to the server \*/

addHero (hero: Hero): Observable<Hero> {

return this.http.post<Hero>(this.heroesUrl, hero, this.httpOptions).pipe(

tap((newHero: Hero) => this.log(`added hero w/ id=${newHero.id}`)),

catchError(this.handleError<Hero>('addHero'))

);

}

addHero() differs from updateHero() in two ways:

* It calls [HttpClient.post()](https://angular.io/api/common/http/HttpClient#post) instead of [put()](https://angular.io/api/common/http/HttpClient#put).
* It expects the server to generate an id for the new hero, which it returns in the Observable<Hero> to the caller.

Refresh the browser and add some heroes.

## Delete a hero

Each hero in the heroes list should have a delete button.

Add the following button element to the HeroesComponent template, after the hero name in the repeated <li> element.

src/app/heroes/heroes.component.html

content\_copy<button class="delete" title="delete hero"

(click)="delete(hero)">x</button>

The HTML for the list of heroes should look like this:

src/app/heroes/heroes.component.html (list of heroes)

content\_copy<ul class="heroes">

<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes">

<a [routerLink](https://angular.io/api/router/RouterLink)="/detail/{{hero.id}}">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</a>

<button class="delete" title="delete hero"

(click)="delete(hero)">x</button>

</li>

</ul>

To position the delete button at the far right of the hero entry, add some CSS to the heroes.component.css. You'll find that CSS in the [final review code](https://angular.io/tutorial/toh-pt6#heroescomponent) below.

Add the delete() handler to the component class.

src/app/heroes/heroes.component.ts (delete)

content\_copydelete(hero: Hero): void {

this.heroes = this.heroes.filter(h => h !== hero);

this.heroService.deleteHero(hero).subscribe();

}

Although the component delegates hero deletion to the HeroService, it remains responsible for updating its own list of heroes. The component's delete() method immediately removes the hero-to-delete from that list, anticipating that the HeroService will succeed on the server.

There's really nothing for the component to do with the Observable returned by heroService.delete() **but it must subscribe anyway**.

If you neglect to subscribe(), the service will not send the delete request to the server. As a rule, an Observable does nothing until something subscribes.

Confirm this for yourself by temporarily removing the subscribe(), clicking "Dashboard", then clicking "Heroes". You'll see the full list of heroes again.

Next, add a deleteHero() method to HeroService like this.

src/app/hero.service.ts (delete)

content\_copy/\*\* DELETE: delete the hero from the server \*/

deleteHero (hero: Hero | [number](https://angular.io/api/common/DecimalPipe)): Observable<Hero> {

const id = typeof hero === 'number' ? hero : hero.id;

const url = `${this.heroesUrl}/${id}`;

return this.http.delete<Hero>(url, this.httpOptions).pipe(

tap([\_](https://angular.io/) => this.log(`deleted hero id=${id}`)),

catchError(this.handleError<Hero>('deleteHero'))

);

}

Note the following key points:

* deleteHero() calls [HttpClient.delete()](https://angular.io/api/common/http/HttpClient#delete).
* The URL is the heroes resource URL plus the id of the hero to delete.
* You don't send data as you did with [put()](https://angular.io/api/common/http/HttpClient#put) and [post()](https://angular.io/api/common/http/HttpClient#post).
* You still send the httpOptions.

Refresh the browser and try the new delete functionality.

## Search by name

In this last exercise, you learn to chain Observable operators together so you can minimize the number of similar HTTP requests and consume network bandwidth economically.

You will add a heroes search feature to the Dashboard. As the user types a name into a search box, you'll make repeated HTTP requests for heroes filtered by that name. Your goal is to issue only as many requests as necessary.

#### HeroService.searchHeroes()

Start by adding a searchHeroes() method to the HeroService.

src/app/hero.service.ts

content\_copy/\* GET heroes whose name contains search term \*/

searchHeroes(term: string): Observable<Hero[]> {

if (!term.trim()) {

// if not search term, return empty hero array.

return of([]);

}

return this.http.get<Hero[]>(`${this.heroesUrl}/?name=${term}`).pipe(

tap(x => x.length ?

this.log(`found heroes matching "${term}"`) :

this.log(`no heroes matching "${term}"`)),

catchError(this.handleError<Hero[]>('searchHeroes', []))

);

}

The method returns immediately with an empty array if there is no search term. The rest of it closely resembles getHeroes(), the only significant difference being the URL, which includes a query string with the search term.

### Add search to the Dashboard

Open the DashboardComponent template and add the hero search element, <app-hero-search>, to the bottom of the markup.

src/app/dashboard/dashboard.component.html

content\_copy<h3>Top Heroes</h3>

<div class="grid grid-pad">

<a \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes" class="col-1-4"

[routerLink](https://angular.io/api/router/RouterLink)="/detail/{{hero.id}}">

<div class="module hero">

<h4>{{hero.name}}</h4>

</div>

</a>

</div>

<app-hero-search></app-hero-search>

This template looks a lot like the \*[ngFor](https://angular.io/api/common/NgForOf) repeater in the HeroesComponent template.

For this to work, the next step is to add a component with a selector that matches <app-hero-search>.

### Create HeroSearchComponent

Create a HeroSearchComponent with the CLI.

content\_copyng generate component hero-search

The CLI generates the three HeroSearchComponent files and adds the component to the AppModule declarations.

Replace the generated HeroSearchComponent template with an <input> and a list of matching search results, as follows.

src/app/hero-search/hero-search.component.html

content\_copy<div id="search-component">

<h4><label for="search-box">Hero Search</label></h4>

<input #searchBox id="search-box" (input)="search(searchBox.value)" />

<ul class="search-result">

<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes$ | [async](https://angular.io/api/core/testing/async)" >

<a [routerLink](https://angular.io/api/router/RouterLink)="/detail/{{hero.id}}">

{{hero.name}}

</a>

</li>

</ul>

</div>

Add private CSS styles to hero-search.component.css as listed in the [final code review](https://angular.io/tutorial/toh-pt6#herosearchcomponent) below.

As the user types in the search box, an input event binding calls the component's [search()](https://angular.io/api/common/upgrade/$locationShim#search) method with the new search box value.

### [AsyncPipe](https://angular.io/api/common/AsyncPipe)

The \*[ngFor](https://angular.io/api/common/NgForOf) repeats hero objects. Notice that the \*[ngFor](https://angular.io/api/common/NgForOf) iterates over a list called heroes$, not heroes. The $ is a convention that indicates heroes$ is an Observable, not an array.

src/app/hero-search/hero-search.component.html

content\_copy<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes$ | [async](https://angular.io/api/core/testing/async)" >

Since \*[ngFor](https://angular.io/api/common/NgForOf) can't do anything with an Observable, use the pipe character (|) followed by [async](https://angular.io/api/core/testing/async). This identifies Angular's [AsyncPipe](https://angular.io/api/common/AsyncPipe) and subscribes to an Observable automatically so you won't have to do so in the component class.

### Edit the HeroSearchComponent class

Replace the generated HeroSearchComponent class and metadata as follows.

src/app/hero-search/hero-search.component.ts

content\_copyimport { [Component](https://angular.io/api/core/Component), [OnInit](https://angular.io/api/core/OnInit) } from '@angular/core';

import { Observable, Subject } from 'rxjs';

import {

debounceTime, distinctUntilChanged, switchMap

} from 'rxjs/operators';

import { Hero } from '../hero';

import { HeroService } from '../hero.service';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-hero-search',

[templateUrl](https://angular.io/api/core/Component#templateUrl): './hero-search.component.html',

[styleUrls](https://angular.io/api/core/Component#styleUrls): [ './hero-search.component.css' ]

})

export class HeroSearchComponent implements [OnInit](https://angular.io/api/core/OnInit) {

heroes$: Observable<Hero[]>;

private searchTerms = new Subject<string>();

constructor(private heroService: HeroService) {}

// Push a search term into the observable stream.

search(term: string): void {

this.searchTerms.next(term);

}

ngOnInit(): void {

this.heroes$ = this.searchTerms.pipe(

// wait 300ms after each keystroke before considering the term

debounceTime(300),

// ignore new term if same as [previous](https://angular.io/api/service-worker/UpdateActivatedEvent#previous) term

distinctUntilChanged(),

// switch to new search observable each [time](https://angular.io/) the term [changes](https://angular.io/api/core/QueryList#changes)

switchMap((term: string) => this.heroService.searchHeroes(term)),

);

}

}

Notice the declaration of heroes$ as an Observable:

src/app/hero-search/hero-search.component.ts

content\_copyheroes$: Observable<Hero[]>;

You'll set it in [ngOnInit()](https://angular.io/tutorial/toh-pt6#search-pipe). Before you do, focus on the definition of searchTerms.

### The searchTerms RxJS subject

The searchTerms property is an RxJS Subject.

src/app/hero-search/hero-search.component.ts

content\_copyprivate searchTerms = new Subject<string>();

// Push a search term into the observable stream.

search(term: string): void {

this.searchTerms.next(term);

}

A Subject is both a source of observable values and an Observable itself. You can subscribe to a Subject as you would any Observable.

You can also push values into that Observable by calling its next(value) method as the [search()](https://angular.io/api/common/upgrade/$locationShim#search) method does.

The event binding to the textbox's input event calls the [search()](https://angular.io/api/common/upgrade/$locationShim#search) method.

src/app/hero-search/hero-search.component.html

content\_copy<input #searchBox id="search-box" (input)="search(searchBox.value)" />

Every time the user types in the textbox, the binding calls [search()](https://angular.io/api/common/upgrade/$locationShim#search) with the textbox value, a "search term". The searchTerms becomes an Observable emitting a steady stream of search terms.

### Chaining RxJS operators

Passing a new search term directly to the searchHeroes() after every user keystroke would create an excessive amount of HTTP requests, taxing server resources and burning through data plans.

Instead, the ngOnInit() method pipes the searchTerms observable through a sequence of RxJS operators that reduce the number of calls to the searchHeroes(), ultimately returning an observable of timely hero search results (each a Hero[]).

Here's a closer look at the code.

src/app/hero-search/hero-search.component.ts

content\_copythis.heroes$ = this.searchTerms.pipe(

// wait 300ms after each keystroke before considering the term

debounceTime(300),

// ignore new term if same as [previous](https://angular.io/api/service-worker/UpdateActivatedEvent#previous) term

distinctUntilChanged(),

// switch to new search observable each [time](https://angular.io/) the term [changes](https://angular.io/api/core/QueryList#changes)

switchMap((term: string) => this.heroService.searchHeroes(term)),

);

Each operator works as follows:

* debounceTime(300) waits until the flow of new string events pauses for 300 milliseconds before passing along the latest string. You'll never make requests more frequently than 300ms.
* distinctUntilChanged() ensures that a request is sent only if the filter text changed.
* switchMap() calls the search service for each search term that makes it through debounce() and distinctUntilChanged(). It cancels and discards previous search observables, returning only the latest search service observable.

With the [switchMap operator](http://www.learnrxjs.io/operators/transformation/switchmap.html), every qualifying key event can trigger an [HttpClient.get()](https://angular.io/api/common/http/HttpClient#get) method call. Even with a 300ms pause between requests, you could have multiple HTTP requests in flight and they may not return in the order sent.

switchMap() preserves the original request order while returning only the observable from the most recent HTTP method call. Results from prior calls are canceled and discarded.

Note that canceling a previous searchHeroes() Observable doesn't actually abort a pending HTTP request. Unwanted results are simply discarded before they reach your application code.

Remember that the component class does not subscribe to the heroes$ observable. That's the job of the [AsyncPipe](https://angular.io/tutorial/toh-pt6#asyncpipe) in the template.

#### Try it

Run the app again. In the Dashboard, enter some text in the search box. If you enter characters that match any existing hero names, you'll see something like this.

![Hero Search Component](data:image/png;base64,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)

## Final code review

Your app should look like this [live example](https://angular.io/generated/live-examples/toh-pt6/stackblitz.html) / [download example](https://angular.io/generated/zips/toh-pt6/toh-pt6.zip).

Here are the code files discussed on this page (all in the src/app/ folder).

#### HeroService, InMemoryDataService, AppModule

hero.service.ts

in-memory-data.service.ts

app.module.ts

content\_copyimport { [Injectable](https://angular.io/api/core/Injectable) } from '@angular/core';

import { [HttpClient](https://angular.io/api/common/http/HttpClient), [HttpHeaders](https://angular.io/api/common/http/HttpHeaders) } from '@angular/common/[http](https://angular.io/api/common/http)';

import { Observable, of } from 'rxjs';

import { catchError, map, tap } from 'rxjs/operators';

import { Hero } from './hero';

import { MessageService } from './message.service';

@[Injectable](https://angular.io/api/core/Injectable)({ [providedIn](https://angular.io/api/core/Injectable#providedIn): 'root' })

export class HeroService {

private heroesUrl = 'api/heroes'; // [URL](https://angular.io/api/core/SecurityContext#URL) to web api

httpOptions = {

headers: new [HttpHeaders](https://angular.io/api/common/http/HttpHeaders)({ 'Content-Type': 'application/json' })

};

constructor(

private [http](https://angular.io/api/common/http): [HttpClient](https://angular.io/api/common/http/HttpClient),

private messageService: MessageService) { }

/\*\* GET heroes from the server \*/

getHeroes (): Observable<Hero[]> {

return this.http.get<Hero[]>(this.heroesUrl)

.pipe(

tap([\_](https://angular.io/) => this.log('fetched heroes')),

catchError(this.handleError<Hero[]>('getHeroes', []))

);

}

/\*\* GET hero by id. Return `undefined` when id not found \*/

getHeroNo404<[Data](https://angular.io/api/router/Data)>(id: number): Observable<Hero> {

const url = `${this.heroesUrl}/?id=${id}`;

return this.http.get<Hero[]>(url)

.pipe(

map(heroes => heroes[0]), // returns a {0|1} element array

tap(h => {

const outcome = h ? `fetched` : `did not find`;

this.log(`${outcome} hero id=${id}`);

}),

catchError(this.handleError<Hero>(`getHero id=${id}`))

);

}

/\*\* GET hero by id. Will 404 if id not found \*/

getHero(id: number): Observable<Hero> {

const url = `${this.heroesUrl}/${id}`;

return this.http.get<Hero>(url).pipe(

tap([\_](https://angular.io/) => this.log(`fetched hero id=${id}`)),

catchError(this.handleError<Hero>(`getHero id=${id}`))

);

}

/\* GET heroes whose name contains search term \*/

searchHeroes(term: string): Observable<Hero[]> {

if (!term.trim()) {

// if not search term, return empty hero array.

return of([]);

}

return this.http.get<Hero[]>(`${this.heroesUrl}/?name=${term}`).pipe(

tap(x => x.length ?

this.log(`found heroes matching "${term}"`) :

this.log(`no heroes matching "${term}"`)),

catchError(this.handleError<Hero[]>('searchHeroes', []))

);

}

//////// Save methods //////////

/\*\* POST: add a new hero to the server \*/

addHero (hero: Hero): Observable<Hero> {

return this.http.post<Hero>(this.heroesUrl, hero, this.httpOptions).pipe(

tap((newHero: Hero) => this.log(`added hero w/ id=${newHero.id}`)),

catchError(this.handleError<Hero>('addHero'))

);

}

/\*\* DELETE: delete the hero from the server \*/

deleteHero (hero: Hero | [number](https://angular.io/api/common/DecimalPipe)): Observable<Hero> {

const id = typeof hero === 'number' ? hero : hero.id;

const url = `${this.heroesUrl}/${id}`;

return this.http.delete<Hero>(url, this.httpOptions).pipe(

tap([\_](https://angular.io/) => this.log(`deleted hero id=${id}`)),

catchError(this.handleError<Hero>('deleteHero'))

);

}

/\*\* PUT: [update](https://angular.io/api/forms/NgModel#update) the hero on the server \*/

updateHero (hero: Hero): Observable<any> {

return this.http.put(this.heroesUrl, hero, this.httpOptions).pipe(

tap([\_](https://angular.io/) => this.log(`updated hero id=${hero.id}`)),

catchError(this.handleError<any>('updateHero'))

);

}

/\*\*

\* Handle Http operation that failed.

\* Let the app continue.

\* @param operation - name of the operation that failed

\* @param result - [optional](https://angular.io/api/animations/AnimationQueryOptions#optional) value to return as the observable result

\*/

private handleError<T> (operation = 'operation', result?: T) {

return (error: any): Observable<T> => {

// TODO: send the error to remote logging infrastructure

console.error(error); // [log](https://angular.io/api/animations/browser/testing/MockAnimationDriver#log) to console instead

// TODO: better job of transforming error for user consumption

this.log(`${operation} failed: ${error.message}`);

// Let the app keep running by returning an empty result.

return of(result as T);

};

}

/\*\* Log a HeroService [message](https://angular.io/api/common/http/HttpErrorResponse#message) with the MessageService \*/

private [log](https://angular.io/api/animations/browser/testing/MockAnimationDriver#log)([message](https://angular.io/api/common/http/HttpErrorResponse#message): string) {

this.messageService.add(`HeroService: ${[message](https://angular.io/api/common/http/HttpErrorResponse#message)}`);

}

}

#### HeroesComponent

heroes/heroes.component.html

heroes/heroes.component.ts

heroes/heroes.component.css

content\_copy<h2>My Heroes</h2>

<div>

<label>Hero name:

<input #heroName />

</label>

<!-- (click) passes input value to add() and then clears the input -->

<button (click)="add(heroName.value); heroName.value=''">

add

</button>

</div>

<ul class="heroes">

<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes">

<a [routerLink](https://angular.io/api/router/RouterLink)="/detail/{{hero.id}}">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</a>

<button class="delete" title="delete hero"

(click)="delete(hero)">x</button>

</li>

</ul>

#### HeroDetailComponent

hero-detail/hero-detail.component.html

hero-detail/hero-detail.component.ts

content\_copy<div \*[ngIf](https://angular.io/api/common/NgIf)="hero">

<h2>{{hero.name | [uppercase](https://angular.io/api/common/UpperCasePipe)}} Details</h2>

<div><span>id: </span>{{hero.id}}</div>

<div>

<label>name:

<input [([ngModel](https://angular.io/api/forms/NgModel))]="hero.name" placeholder="name"/>

</label>

</div>

<button (click)="goBack()">go back</button>

<button (click)="save()">save</button>

</div>

#### DashboardComponent

src/app/dashboard/dashboard.component.html

content\_copy<h3>Top Heroes</h3>

<div class="grid grid-pad">

<a \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes" class="col-1-4"

[routerLink](https://angular.io/api/router/RouterLink)="/detail/{{hero.id}}">

<div class="module hero">

<h4>{{hero.name}}</h4>

</div>

</a>

</div>

<app-hero-search></app-hero-search>

#### HeroSearchComponent

hero-search/hero-search.component.html

hero-search/hero-search.component.ts

hero-search/hero-search.component.css

content\_copy<div id="search-component">

<h4><label for="search-box">Hero Search</label></h4>

<input #searchBox id="search-box" (input)="search(searchBox.value)" />

<ul class="search-result">

<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes$ | [async](https://angular.io/api/core/testing/async)" >

<a [routerLink](https://angular.io/api/router/RouterLink)="/detail/{{hero.id}}">

{{hero.name}}

</a>

</li>

</ul>

</div>

## Summary

You're at the end of your journey, and you've accomplished a lot.

* You added the necessary dependencies to use HTTP in the app.
* You refactored HeroService to load heroes from a web API.
* You extended HeroService to support [post()](https://angular.io/api/common/http/HttpClient#post), [put()](https://angular.io/api/common/http/HttpClient#put), and delete() methods.
* You updated the components to allow adding, editing, and deleting of heroes.
* You configured an in-memory web API.
* You learned how to use observables.

This concludes the "Tour of Heroes" tutorial. You're ready to learn more about Angular development in the fundamentals section, starting with the [Architecture](https://angular.io/guide/architecture) guide.